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Lesson Plan: Day 4

[bookmark: _Toc255804233][bookmark: _Toc255805315][bookmark: _Toc255805393][bookmark: _Toc258769447]Goals and Objectives
On Day 4, students will learn how to use MATLAB to combine sound clips together and use programming techniques to create a musical composition. They will also start working with electric paint to create a custom circuit board.


Day 4 Overview
	Topic
	Type
	Duration (minutes)
	Optional Exploration (minutes)

	Creating a Sound File for Silence
	Lesson
	20
	

	Concatenating Sound Files 
	Lesson
	20
	+10

	Adding Sound Files
	Lesson
	20
	+10

	Creating a Melody using Addition and Concatenation
	Activity
	45
	+15

	Lunch

	Play with the MusicMixer
	Activity
	15
	+5

	Perform as a Band
	Group Activity
	45
	+15

	Creating a Music File of your own
	Activity
	30
	+10

	Making a Circuit Board
	Activity
	60
	

	
	Total Time
	4 hours.
	+1 hour.




Lesson – Creating a Sound File for Silence (20 minutes)
Learning Objectives: Students learn to create a sound file that represents silence in MATLAB.
Motivation: Students have seen many different types of sound files by importing them into MATLAB. They will now create a file that represents silence, and they will use this file in an activity later in the day. Silence is the absence of sound, which is an important aspect in music.
Steps:
1. Ask the students to think of a song where silence is used. An example could be the song “Hello” by Adele. You could play them the song and the students can then have a discussion on the effect silence has on the feel of the song.
2. Sound files have the information stored in them as samples of their wave. Import a sound file in MATLAB and go over this with the students.
	[y1,Fs] = audioread('guitar_A3_70001.wav');
Clicking on y1 in the workspace opening the numeric vector in MATLAB to view.
3. Ask the students what the corresponding numeric vector for silence would look like. The numeric vector should be composed of all zeros.
4. To make a numeric vector of zeros in MATLAB, we can do:
	a = [ 0 0 0 0 0 0];
To make a bigger vector of about a thousand length, entering the zeros can be tedious. In MATLAB there is a built-in function that lets us create such a large numeric vector.
	a = zeros (6,1);
5. Let us make a numeric vector of the reference size 40000. 
	silence_vector = zeros (40000,1);
6. Once we have this numeric vector, we can create a sound file off of it by using the audiowrite command in MATLAB.
	audiowrite('silence.wav’,silence_vector, 44100);
The first input is the sound file to create, the second input is the numeric vector of the samples, and the third is the sample frequency of 44100.
7. Execute the commands the students should see the WAV file created in the current folder. Ask them to play the wave file and verify that it is indeed silence.

Lesson – Concatenating Sound Files (20+ minutes)
Learning Objectives: 
· Students will learn to play notes one after the other
· Stringing notes together is also called “concatenating” them
· Students will learn how to concatenate sound files into one file. 
· Get familiar with the instrument notes (guitar, trumpet, and violin) in the music library “Audio_Files_40000”
Steps:
1. Using the [image: ] and [image: ] buttons next to folder names, let’s navigate to the folder audio_files  Audio_Files_40000  guitar_short_40000 which will have the files containing different guitar notes. Each guitar note has 40000 samples of the sound wave.
[image: ]
2. If we want to create a new sound file which plays two notes of the guitar, say D4  and A4, then the way to do it would be to play the guitar_D4_40000.wav file first and then guitar_A4_40000.wav. 
	Timing
	1
	2

	Guitar
	D4
	A4



Combining notes to play one after the other is called Concatenation. Let’s see how we can do concatenation in MATLAB.
3. Read in the sound files:
	[gd4,Fs] = audioread('guitar_D4_40000.wav');
[ga4,Fs] = audioread('guitar_A4_40000.wav');

The gd4 and ga4 variables have samples of the sound wave and Fs contains the sample frequency information. Here g in the variable name stands for guitar, followed by the note. They can have any variable name but having names that are descriptive are useful.
4. To concatenate the files, we would simply create a new vector and place the values one after the other.  We can try this with two small vectors:
A = [1; 1; 1]
B = [2; 2; 2]
C = [A; B]
Result:
>> C
C = [1; 1; 1; 2; 2; 2]

5. In a similar fashion, to concatenate the samples, we can do:
	y = [gd4; ga4];
y now has 80000 samples (40000 samples from gd4 and 40000 samples from ga4) 
6. We then use soundsc to listen to y to confirm it is indeed playing the two notes one after the other. 
soundsc(y,Fs)
7. We can then use the audiowrite function to create a music file.
audiowrite('concatenate.wav',y,Fs);

8. Ask the students to play this file and verify that they hear the two notes being played one after the other.
9. Let the students concatenate some music notes on their own. They can use the following three instrument folders to practice concatenating notes.
[image: ]

Lesson – Adding Sound Files (20+ minutes)
Learning Objectives: 
· Students will learn how to add sound files together into one sound file. 
· Adding essentially plays more than one note at the same time
· Familiarize with the percussion notes in the music library “Audio_Files_40000”
Motivation: Music often has multiple instruments and notes playing simultaneously. Student will now learn how to add sounds together to play different instruments or percussions at the same time. 
Steps:
1. Using the [image: ] and [image: ] buttons next to folder names, let’s navigate to the folder audio_files  Audio_Files_40000  percussion_short_40000 which will have a list of all the percussions available in the music library. Each percussion has 40000 samples of the sound wave.
[image: ]
2. Ask the students to play a few of the files to see what sound each percussion file contains. From the MATLAB current folder, right click a sound file and select “Show in Explorer”. This opens a new window from where they can play sounds by double clicking them.
3. If we want to create a new sound file that plays two percussions simultaneously, we simply need to add the values. 
	Timing
	1

	Percussion1
	cabasa

	
	+

	Percussion2
	djundjun



Playing beats simultaneously is called Addition. Let’s see how we can do this in MATLAB.
4. Read in the sound files:
	[p1,Fs] = audioread('cabasa_40000.wav');
[p2,Fs] = audioread('djundjun_40000.wav');
As before, the p1 and p2 variables have samples of the percussion sound wave and Fs contains the sample frequency information.
5. To add the files, we would simply need to add the values. Ask the students how they would do it. We can try this with two small vectors:
A= [1 1 1 1 1]
B= [2 2 2 2 2]
C= A+B;
>> C
C= [3 3 3 3 3]
6. To add the samples, we can do:
	y= p1+p2;
Note: the numeric vector to be added should be of the same length, hence we use the reference length of 40000. The students can add any files in the Audio_Files_40000 folder. They can also shorten and add sound clips to this folder. 
7. We then use soundsc to listen to y to confirm it is indeed playing the two notes together
soundsc(y,Fs)
8. We then use the audiowrite function to create a merged music file.
	audiowrite('merge.wav',y,Fs);
9. Ask the students to play this file and verify that they hear both instruments play simultaneously.
10. Let the students come up with combinations of wave files of their own. For example they can even try adding a percussion to a violin note.
	Timing
	1

	Percussion
	cabasa

	
	+

	Violin
	G3



Activity: Creating a Melody using Addition and Concatenation (45+ minutes)
Learning Objectives: Students will create a script in MATLAB that will allow them to compose and easily create a melody 
Motivation: So far the students used for loops to play different sound files. They will now create a script to compose and create a melody, which they will save as a sound file that they can take with them. Spend some time on this lesson as it has a lot of concepts.
[image: ]Materials: 
· MATLAB
· Worksheet “Creating a Melody”
Steps:
1. Distribute the worksheet and show the students the plan for the melody we want to create.
	timing
	1
	2
	3
	4
	5
	6
	7
	8
	9
	10
	11
	12
	13
	14
	15
	16

	cabasa
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C
	C

	guitar
	G3
	G3
	D3
	D3
	E4
	F4
	G4
	E4
	D3
	C3
	C3
	B3
	B3
	A3
	A3
	G3

	tambourine
	T
	X
	T
	X
	T
	X
	T
	X
	T
	X
	T
	X
	T
	X
	T
	X



X here represents silence or that instrument is not playing. The other letters indicate the notes to be played. In case of the cabasa and tambourine we have just one note and it is represented by the starting letter of that instrument.
2. [bookmark: _GoBack]We can use a function getNotes to enter the sequence of percussion and instrument notes into MATLAB. The getNotes function takes a character array as input as shown below:
cabasa = getNotes('C C C C C C C C C C C C C C C C');
tambourine= getNotes('T X T X T X T X T X T X T X T X');
guitar = getNotes('G3 G3 D3 D3 E4 F4 G4 E4 D3 C3 C3 B3 B3 A3 A3 G3');
3. We then need a for loop for the length of the melody, which is 16 in this case. This iteration of the for loop represents one unit of time as i goes from 1 to 16.

for i = 1 : 16
 

end

4. Inside the loop for every instrument we would need this block of code.

      str2 =char(guitar (i));
      if silence(str2)
         g = audioread('silence_40000.wav');
      else
         [g,Fs] = audioread(['guitar_' str2 '_40000.wav']);
      end 

· i increments from 1 to 16.
· char(guitar(i)) extracts the note from the i th position in guitar
· We then use the silence function to check if the exacted note is X, if it is then we read in the silence file if not we read in the sound file of that corresponding note. 

5. We need to construct the file name using the [ ] operator which concatenates the character arrays. 

1st part is the instrument name: 'guitar_'
2nd part is the note which changes: str2
When i =1 – str2 is G3
..
When i =3 – str2 is D3 and so on
3rd part is the '_40000.wav'

6. Once we read the notes for every instrument, we need to add them into one variable:
	x = c + g + t;

7. After we have added the notes of the instruments together, we need to combine this with the notes from the previous iterations. We use the concept of a bin. A bin is a variable that collects values from every iteration of the loop. We can do this by:

	song =[ song; x];

The first time the variable song is empty and needs a value, we just need a blank (silence) variable. So, we initialize the variable to:

song = zeros(40000,1);

8. After the end of the loop, the variable song contains all the notes we want.

9. Create a sound file out of this variable using audiowrite:
	audiowrite ('my_song.wav',song,Fs);
10. We can repeat the notes in our table multiple time by adding another for loop around the main for loop. This increases the length of the melody. Highlighted in green in the code below. 
11. Let the students type out this code on their systems. The script should look like this. This script can also be found in the solutions folder for the day – file process_song.m
cabasa = getNotes('C C C C C C C C C C C C C C C C');
tambourine= getNotes('T X T X T X T X T X T X T X T X');
guitar = getNotes('G3 G3 D3 D3 E4 F4 G4 E4 D3 C3 C3 B3 B3 A3 A3 G3');

song = zeros(40000,1);
 
for j =1 :2
 
for i = 1: 16
 
%First Instrument
      str1 =char (cabasa(i));
      if silence(str1)
         c = audioread('silence_40000.wav');
      else
         [c, Fs] = audioread('cabasa_40000.wav');
      end
      
%Second Instrument  
      str2 =char (guitar(i));
      if silence(str2)
         g = audioread('silence_40000.wav');
      else
         [g,Fs] = audioread(['guitar_' str2 '_40000.wav']);
      end  
%      
 %Third Instrument      
     str3 =char (tambourine(i));
      if silence(str3)
        t = audioread('silence_40000.wav');
      else
        [t, Fs] = audioread('tambourine_40000.wav');
      end
    
%Add all the instruments
      x = c + g + t;
       
%Add the previous iteration
    song = [song; x];
    
end
end
 
audiowrite ('my_song.wav',song,Fs);
playSound('my_song.wav');

LUNCH

Activity – Play with the MusicMixer App (15 mins)
Learning Objectives: 
· Students will use the Music Mixer app to create music
· They can experiment with different notes and percussions

Motivation: Students will be able to play with an app provided, the Music Mixer, to gain a better understanding of the concept of combining sounds by adding and concatenating.
Materials: 
· [image: ]HandOut3 “Using the Music Mixer App”

Steps: 
1. On the APPS tab, click on the “Music Mixer” icon.
[image: ]
2. This will open up the app shown below. Ask the students to refer to the handout “Using the Music Mixer App” which contains instruction sheet for the all the buttons in the app.     

[image: ]
3. Note to teacher: Ask the students to follow along with you at this stage. Type the following four music notes in the “Enter ♫ notes” box: D4 A4 G4 E4 and click on the small green play button next to Select Instrument

[image: ]
The notes should play using the violin notes from the Audio_short_40000 music library and a plot of the notes should appear. This is concatenating the four notes.
[image: ]
4. Ask the students to Select guitar from the “Select Instrument” dropdown and press the small green play button again
[image: ]
It should now play the same tune using guitar notes from the Audio_short_40000 music library and update the plot.
5. Now ask the students to select the ‘agogo_bells’ percussion from the first percussion drop-down list
[image: ]
6. Since percussions don’t have different notes like the guitar or violin– just one beat – students can add one percussion beat (P1) by clicking on the [image: ] button next to Add and add one silence beat (X) by clicking on the [image: ] button. Ask them to press [image: ], [image: ],[image: ], [image: ] to get P1 X P1 X
[image: ]
7. Click on the play button inside the “Add First Percussion” panel. This will play the percussion beats sequence (Concatenating again!) as entered by us and update the plot to show just the percussion.
[image: ]
[image: ]
8. Now that we have concatenated and played the instrument and percussion beats individually, it’s time to add the instrument and percussion beats. Click on the big green play button to play them together and note the plot. The different colors correspond to different instruments being added one on top of the other.
[image: ]
[image: ]
9. Ask them to try adding more music notes or percussion beats (eg. P1 X P1 X P1) and try playing together again. This will not work unless the number of music notes equals the number of percussion beats.
[image: ]
10. The [image: ] button in the percussion panels can be used to remove a beat from a percussion sequence.
11. Give the students a few mins to gain familiarity with the app.


Group Activity – Perform as a Band (30 mins)
[image: ]Materials:
Worksheet “Create a Melody of Your Own”

Steps: 
1. Ask students to form groups of three or four students. They will use the app to form a music band.
2. Each student will be responsible for one music instrument. Ask them to pick different instruments from the ones available in the app. Students can use the worksheet to fill in notes they want to play.
i. One student will enter the music notes for the guitar/violin/trumpet. 
ii. Note : For some help with notes of a couple of popular rhymes to get started, at the prompt in the Command Window, type in 
>> winopen('songNotes.txt')
iii. Other students (2 – 3) will come up with a sequence of beats for a percussion of their choice (example: cabasa, bass drum, cymbals, etc). So everyone in the group is responsible for playing one instrument each.
iv. All percussion beats and music notes should be the same length
v. They should fill out the worksheet with their melody – Creating a Melody (Day 4)
3. Once everyone in the group is ready, they will hit ‘Play’ in each of their apps to play all the sounds together as a band!

Activity – Creating a Music File of Your Own (30 minutes)
Learning Objectives: 
Student will use MATLAB to create the melodies and save them to .WAV files which they can take home.
[image: ]Materials:
Worksheet “Create a Melody of Your Own”

Motivation: 
The app lets you experiment, but students can’t create music files. They need to use MATLAB for that!
Steps: 
1. Tell the students they now have all the necessary tools under their belt (except one major activity on Day 5 (implementing the circuit board) to make music.)

2. They are now free to create their own melody using the Music Mixer app by applying all the concepts they learned earlier in the day. The worksheet has tables that they could fill with the notes of their melodies.

3. Music files are usually stored as WAV or MP3 or MP4 formats for sharing. The app does not allow them to save their melody as a music files. It is simply there to help students come up with a combination of sounds they like. If they want to extract the melody they created as a WAV file so that they can play it for their parents and friends, they will need to write a program in MATLAB for it. 

4. Their program will be very similar to the one they wrote for the first melody in the worksheet, the only things that will change are:
a. the beat sequences
b. the names of the instruments
c. the number of times the for loop should run.

5. Help them write a program that allows them to create the melody and save to a file. They can either chose to write a program for the melody they created as a band, or they can create a new melody. 


Activity – Making a Circuit Board (60 minutes)
Learning Objectives: Students will prepare a circuit for programming on Day 5.
Motivation: We can add other sensors to our instrument; for example, hooking them up to the sliders in the app. One interesting and creative way to do this is by drawing our own circuits.
Materials:
· Paper
· Gloves
· Safety Glasses
· Electric Paint
· Brushes
Painting Guidelines:
· Ideally, the circuit should have two ends to connect to.
· Try to avoid overlapping of lines and loops.
· Ask the students to first draw a sketch with two lines so that it’s easier to fill in the paint in between these lines later.
Steps: 
1. Inform the students that today they will prepare an additional sensor. It must dry before they can use it, so they will use it the next day.
2. The circuit will be made out of conductive ink. This is a special kind of ink that allows electricity to flow through it.  
3. The amount of electricity flowing through it depends on a number of things: the shape of the pattern you draw, the thickness of the ink and, importantly, if and where you are touching it.
a. To keep things simple, the shape must be a line. It doesn’t have to be straight, but it cannot intersect or touch itself. Imagine a snake that never crosses over itself.
b. The thickness is hard to standardize. Everyone will have different thicknesses that will have to be accounted for by calibration tomorrow.
c. When you press your finger on different locations, since your finger also conducts electricity, this changes the reading of the circuit.
i. Technically you are reading a “voltage” like with the potentiometer.
4. We can use our finger to get different readings, and we can use these readings to control the instrument. 
a. We will program that tomorrow.
5. Draw the outline of the circuit with a pencil.
i. The line must begin at one edge.
ii. The line must end at the other edge.
iii. The conductive ink line may not cross over itself or touch itself.  
iv. The students should have fun making cool, loopy, creative designs.
v. Here are some examples of circuit designs that will not and some that will not.
[image: ]
vi. 
6. Check that the student designs meet the necessary criteria.
7. Have the students color in their designs with conductive ink.
8. Put aside the designs to dry until tomorrow.


© The MathWorks, Inc. 2015. MATLAB is a registered trademark of The MathWorks, Inc. See www.mathworks.com/trademarks for a list of additional trademarks. Other product or brand names may be trademarks or registered trademarks of their respective holders. 

Music Clips are provided by The Philharmonia Orchestra under a Creative Commons Attribution-ShareAlike 3.0 Unported License. The license agreement can be found at http://creativecommons.org/licenses/by-sa/3.0/deed.en_GB. If you remix, transform, or build upon the material, you must distribute your contributions under the same license.
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